Федеральное агентство по образованию Российской Федерации

Государственное образовательное учреждение

высшего профессионального образования

Нижегородский государственный университет им. Н.И. Лобачевского

Институт Информационных технологий, Математики и Механики

Отчёт по лабораторной работе

Вычисление арифметических выражений (стеки)

Выполнил:

студент ф-та ИТММ гр. 381808-2

Осипов Николай

Проверил:

ассистент каф. МО ЭВМ, ВМК

Панов А

Нижний Новгород

2019 г.

**Содержание**

Введение........................................................................................................................................3

Постановка задачи........................................................................................................................4

Руководство пользователя...........................................................................................................5

Руководство программиста.........................................................................................................6

Описание структур данных.........................................................................................................7

Заключение...................................................................................................................................9 Литература....................................................................................................................................10Приложения.................................................................................................................................11

Исходный код программы..........................................................................................................11

**Введение**

При вычислении произвольных арифметических выражений возникают две основные задачи: проверка корректности введённого выражения и выполнение операций в порядке, определяемом их приоритетами и расстановкой скобок. Существует алгоритм, позволяющий реализовать вычисление произвольного арифметического выражения за один просмотр без хранения промежуточных результатов. Для реализации данного алгоритма выражение должно быть представлено в постфиксной форме. Рассматриваемые в данной лабораторной работе алгоритмы являются начальным введением в область машинных вычислений.

**Постановка задачи**

В рамках лабораторной работы ставится задача разработки программных средств, производящих обработку арифметических выражений, включая проверку правильности записи выражения, перевод в постфиксную форму и вычисление результата.

**Руководство пользователя**

По результатам работы была реализована структура lexeme для того, чтобы ею пользоваться необходимо:

1. Создать новый проект.
2. Добавить существующие элементы и выбрать Postfix.h и lexeme.cpp.
3. Назначить наш проект автозагружаемым.
4. Теперь нашему проекту доступна структура lexeme.

**Руководство программиста**

**Описание структуры программы**

Составляющие проекта LAB3-POSTFIX:

* LAB3-POSTFIX – приложение, вычисляющее арифметические выражения;
* Postfix.h – заголовочный файл класса TPostfix;
* lexeme.cpp – исполняемый файл класса TPostfix;

**Описание структуры данных**

В данной лабораторной работе, мы получаем на вход арифметическое выражение в инфиксной форме.

Наша задача перевести арифметическое выражение из инфиксной формы записи в постфиксную и подсчитать результат.

Отличительной особенностью обратной польской нотации является то, что:

* Все аргументы (или операнды) расположены перед знаком операции.
* Запись набора операций состоит из последовательности операндов и знаков операций. Выражение читается слева направо. Когда в выражении встречается знак операции, выполняется соответствующая операция над двумя последними встретившимися перед ним операндами в порядке их записи. Результат операции заменяет в выражении последовательность её операндов и её знак, после чего выражение вычисляется дальше по тому же правилу.
* Результатом вычисления выражения становится результат последней вычисленной операции.

Алгоритм перевода из инфиксной формы записи в постфиксную:

1. Преобразуем входное выражение в вектор из лексем с помощью метода Parse.
   1. В ней используется метод getNextLexeme, в нем мы рассматриваем каждый символ из входной строки и выводим лексему в метод Parse.
   2. В методе Parse, учитывая статус алгоритма (начало, ожидание числа, ожидание операнда), определяем тип полученной лексемы (число, сумма, минус, умножение, деление, степень, скобка), меняем статус алгоритма на основе типа лексемы и вставляем лексему в вектор, который выводит метод Parse
2. С помощью метода VectorToStack преобразуем вектор лексем из метода Parse в вектор лексем в постфиксной форме. Алгоритм добавляет в вектор лексему – числа, добавляет в стек арифметические операции и скобки, в случае наличия этих лексем в стеке и если приоритет обрабатываемой операнды выше, чем у операнды на вершине стека, начинает добавлять в вектор операцию на вершине стека, затем удаляет эту вершину и добавляет в стек обрабатываемую операцию. Если алгоритм встретит закрывающую скобку, то начнет добавлять в вектор вершину стека, затем удалять эту вершину до того момента, пока не встретит в стеке открывающую скобку. После удалит эту открывающую скобку. В конце, когда алгоритм обработает каждую лексему из исходного вектора, он будет добавлять вершину стека в вектор и удалять вершину, пока стек не окажется пустым. В итоге метод VectorToStack возвращает вектор.
3. В функцию PolishCalculate поступает вектор из метода VectorToStack. В ней алгоритм записывает лексемы – числа из вектора в стек. Если алгоритм находит лексему-операцию, то создает необходимые лексемы, в которые записывает верхние числа из стека, удаляет эти головные числа из стека и добавляет в стек значение, которое он получил после определенной операции (на основе типа лексемы - операции) между значениями лексем-чисел. В итоге функция возвращает значение единственной оставшейся лексемы.

Описание алгоритмов

Структура lexeme

* vector<lexeme> Parse(string s)

преобразует входную строку в вектор лексем

* lexeme getNextLexeme(string s, int pos, int &nexPos)

создает лексемы в методе Parse из символов входной строки

* vector<lexeme> VectorToStack(vector<lexeme> data)

возвращает вектор лексем в порядке постфиксной записи

* double PolishCalculate(vector<lexeme> data)

принимает вектор лексем в постфиксной форме и возвращает ответ

**Заключение**

Целью работы была реализация структуры данных, вычисляющая значение арифметических выражений.

В результате была написана структура данных, которая проверяет введённое арифметическое выражение, переводит арифметическое выражение из инфиксной формы записи в постфиксную и подсчитывает результат.

Программные средства созданы при помощи среды программирования С++ и содержат:

* структуру lexeme

**Литература**

Лабораторный практикум. Составители: Барышева И.В., Мееров И.Б., Сысоев А.В., Шестакова Н.В. Под редакцией Гергеля В.П. Учебно-методическое пособие. – Нижний Новгород: Нижегородский госуниверситет, 2017. – 105с

**Приложения**

Приложение 1

![](data:image/png;base64,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)
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![](data:image/png;base64,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)

## **Исходный код**

Lexeme.

bool TPostfix::IsOperator(char v)

{

if (v == '~' || v == '-' || v == '+' || v == '/' || v == '\*' || v == '^' || v == '(' || v == ')')

return true;

else

return false;

}

bool TPostfix::IsNumeral(char v)

{

if (int(v) >= 48 && int(v) <= 57)

return true;

return false;

}

bool TPostfix::CheckOperations()

{

for(int i = 0; i < infix.size(); i++)

if(!IsNumeral(infix[i]) && !IsOperator(infix[i]))

return false;

int Operands = 0, Operations = 0;

for (int i = 0; i < infix.size(); i++)

{

if (infix[i] == '(' || infix[i] == ')')

{

i++;

if (i == infix.size())

break;

}

if (infix[i] == '-' || infix[i] == '+' || infix[i] == '/' || infix[i] == '\*' || infix[i] == '^')

Operations++;

if (!IsOperator(infix[i]))

{

while (!IsOperator(infix[i]))

{

i++;

if (i == infix.size())

break;

}

i--;

Operands++;

}

}

if (Operands == Operations + 1)

return true;

else return false;

}

bool TPostfix::CheckBrackets()

{

int LeftBrackets = 0, RightBrackets = 0;

for (int i = 0; i < infix.size(); i++)

{

if (infix[i] == '(')

LeftBrackets++;

else if (infix[i] == ')')

RightBrackets++;

if (RightBrackets > LeftBrackets)

throw "Error Brackets";

}

if (LeftBrackets == RightBrackets)

return true;

else return false;

}

int TPostfix::Priority(char a, char b)

{

if (a == '~')

return 1;

if (b == '~')

return -1;

if (a == '^' && b != '~')

return 1;

if (b == '^' && a != '~')

return -1;

if ((a == '\*' || a == '/') && (b == '\*' || b == '/') || (a == '+' || a == '-') && (b == '+' || b == '-'))

return 0;

if ((a == '\*' || a == '/') && (b == '+' || b == '-'))

return 1;

if ((a == '+' || a == '-') && (b == '\*' || b == '/'))

return -1;

throw "not operation";

}

void TPostfix::SplitStr(string& str)

{

if (str.empty())

return;

if (str.back() != ' ')

str += ' ';

}

string TPostfix::ToPostfix()

{

if (!CheckBrackets())

throw "Error Brackets";

for (int j = 0; j < infix.size(); j++)

{

if (infix[0] == '-')

infix[0] = '~';

if (infix[j] == '-' && (infix[j-1] == '(' || infix[j - 1] == '~'))

infix[j] = '~';

}

int count = -1;

stack<char> Oper;

for (int i = 0; i < infix.size(); i++)

{

if (IsOperator(infix[i]))

{

if ((Oper.empty() || infix[i] == '(') && infix[i]!='~')

{

if (infix[i] != '(')

SplitStr(postfix);

Oper.push(infix[i]);

count++;

continue;

}

else if ((Oper.empty() || Oper.top() == '~') && infix[i] == '~')

{

Oper.push(infix[i]);

count++;

continue;

}

else if (infix[i] == ')')

{

while (Oper.top() != '(')

{

SplitStr(postfix);

postfix += Oper.top();

Oper.pop();

count--;

}

Oper.pop();

count--;

}

else if ((Oper.top()) == '(' || Priority(infix[i], Oper.top()) == 1)

{

Oper.push(infix[i]);

SplitStr(postfix);

count++;

}

else if (Priority(infix[i], Oper.top()) == -1)

{

SplitStr(postfix);

while (!(Oper.empty()))

{

if (Oper.top() == '(')

break;

postfix += Oper.top();

Oper.pop();

SplitStr(postfix);

count--;

}

Oper.push(infix[i]);

count++;

}

else if (Priority(infix[i], Oper.top()) == 0)

{

SplitStr(postfix);

postfix += Oper.top();

Oper.pop();

Oper.push(infix[i]);

SplitStr(postfix);

}

}

else

postfix += infix[i];

if (i == infix.size() - 1)

{

for (count; count >= 0; count--)

{

SplitStr(postfix);

postfix += Oper.top();

Oper.pop();

}

}

}

return postfix;

}

double TPostfix::Calculate()

{

if (!CheckOperations() || postfix == "")

throw "Error Operand";

stack<double> Res;

string str;

for (int i = 0; i < postfix.size(); i++)

{

if (postfix[i] == ' ')

continue;

if (!IsOperator(postfix[i]))

{

while (postfix[i] != ' ')

{

str += postfix[i];

i++;

}

Res.push(atof(str.c\_str()));

str = "";

}

else

{

if (postfix[i] == '~')

{

double a = Res.top();

Res.pop();

Res.push(-a);

continue;

}

double a = Res.top();

Res.pop();

double b = Res.top();

Res.pop();

if (postfix[i] == '+')

Res.push(b + a);

else if (postfix[i] == '-')

Res.push(b - a);

else if (postfix[i] == '\*')

Res.push(b \* a);

else if (postfix[i] == '/')

{

if (a == 0.0)

throw "Error Division";

Res.push(b / a);

}

else if (postfix[i] == '^')

Res.push(pow(b,a));

}

}

return Res.top();

}